**Using the C language to solve these linked list assignments:**

1. Memory Management Control: C provides low-level control over memory usage via pointers. This is particularly useful for data structures like linked lists, where understanding and managing memory allocation and deallocation is crucial. Working with pointers directly helps students understand the memory model more deeply.

2. Pointer Manipulation Proficiency: Linked lists inherently rely on pointers to connect their elements. C's direct manipulation of pointers offers a hands-on experience to manipulate nodes, links, and data structures, enhancing the learner's understanding of how data is interconnected in memory.

3. Foundation for Understanding Complex Systems: Many underlying systems and algorithms in software engineering and computer science, such as operating systems and file systems, are implemented in C. Proficiency in C and linked lists gives students a better understanding of these systems.

4. Performance: C is a compiled language known for its performance and speed. For operations involving large data and linked structures, C can handle tasks efficiently without the overhead of automatic memory management and other abstractions found in higher-level languages.

5. Industry Relevance: Despite the age of the language, C remains widely used in industry, particularly in systems programming, embedded systems, and scenarios where hardware interaction is necessary. Learning linked lists in C not only provides educational benefits but also practical skills applicable in many technical careers.

Linked List Assignments in C

1. Implement a Singly Linked List: Create the basic structure of a singly linked list and implement programs for insertion, deletion, and display of the list.

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct List{

    int data;

    struct List \*next;

} List;

//INSERTION

List\* insert\_at\_beginning(List\* head, int data) {

    //This function aims to insert a node in the first place

    if (head == NULL){//If the linked list is empty

        return head;

    }

    // Create a new node by dynamically allocating a memory space to it.

    List\* new\_node = (List\*)malloc(sizeof(List));

    new\_node->data = data;//adding input data to the node

    new\_node->next = head;// making the node point to the head

    return new\_node;

}

List \*insert\_at\_last(List\* head, int data){

    // This function aims to insert a node at the end of the list

    // Create a new node by dynamically allocating a memory space to it.

    List\* new\_node = (List\*)malloc(sizeof(List));

    new\_node->data = data;

    new\_node->next = NULL;

    List \*temp = head;

    while (temp->next != NULL){

        //traversing to the last point of the linked list

        temp = temp->next;

    }

    temp->next=new\_node;// The temporary node pointing to the new node which points to the NULL pointer

    return head;

}

// DELETION

List\* delete\_first(List\*head){//The function tries to delete the first node of the linked list

    if (head == NULL){// If the linked list is empty

        return NULL;

    }

    //Initializing a temporary pointer which points to the head

    List \*temp = head;

    //Moving the head pointer to the next node

    head = head -> next;

    free(temp); //Freeing the temporary pointer

    return head;

}

List \*delete\_last(List\* head){

    if (head == NULL){// If the linked list is empty

        return NULL;

    }

    if (head->next == NULL){// If the linked list has only one node in it

        free(head);// Freeing  or deleting the node

        return NULL;

    }

    List\* temp = head; // initializing the temporary pointer to the head pointer

    List \*prev = NULL; // Initializing the previous pointer to the null pointer

    while(temp -> next != NULL){

        // Traversing the temporary pointer to the last node node

        prev = temp;

        temp = temp -> next;

    }

    prev->next = NULL;

    free(temp);

    return head;

}

// PRINTING THE LIST

void display(struct List\* node1){

// This function aims to print all the nodes in the linked list

    List \*temp = node1;

    temp = node1;

    // Initializing the temporary pointer to the head of the linked list

    while(temp != NULL){

        printf("%d -> ", temp->data);

        temp = temp -> next;

    }

    printf("NULL \n"); // Printing the NULL pointer

}

int main(void){

    List \*node1 = (List\*)malloc(sizeof(struct List));

    List \*node2 = (List\*)malloc(sizeof(struct List));

    List \*node3 = (List\*)malloc(sizeof(struct List));

    node1 -> data = 132;

    node2 -> data = 134;

    node3 -> data = 145;

    node1 -> next = node2;

    node2 -> next = node3;

    node3 -> next = NULL;

    node1 = insert\_at\_beginning(node1, 345);

    node3 = insert\_at\_last(node3, 324);

    node1 = delete\_first(node1);

    node3 = delete\_last(node3);

    display(node1);

}

**OUTPUT:**
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1. Find the Middle Element: Implement an algorithm to find the middle element of the linked list in a single pass.

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct List{

    int data;

    struct List \*next;

} List;

List \*middle\_element(List\* head){

    // This function tries to find the middle element in a given

    if (head == NULL){// If the linked is empty

        return NULL;

    }

    if (head->next == NULL){ // If the linked list has only one node in it

        return head;

    }

    //Using the tortoise hare method

    List \*slow = head; // Initializing the slow pointer to head

    List \*fast = head; // initializing the fast pointer to head

    while (fast != NULL && fast->next != NULL){ // Until fast reaches the NUll pointer and reaches the last pointer

        // Slow will traverse the linked list slower compared to fast pointer

        slow = slow->next;

        fast = fast->next->next;

    }

    // Returns the slow pointer which will be in the middle of the list.

    return slow;

}

void display(struct List\* node1){

    //Thsi function aims to print all the nodes in the linked list

    List \*temp = node1;

    temp = node1;

    // Initializing the temporary pointer to the head of the linked list

    while(temp != NULL){

        printf("%d -> ", temp->data);

        temp = temp -> next;

    }

    printf("NULL \n"); // Printing the NULL pointer

}

int main(void){

    List \*node1 = (List\*)malloc(sizeof(struct List));

    List \*node2 = (List\*)malloc(sizeof(struct List));

    List \*node3 = (List\*)malloc(sizeof(struct List));

    node1 -> data = 132;

    node2 -> data = 134;

    node3 -> data = 145;

    node1 -> next = node2;

    node2 -> next = node3;

    node3 -> next = NULL;

    printf("LINKED LIST \n");

    display(node1);

    List \*middle = middle\_element(node1);

    printf("The middle element is %d", middle->data);

}

**OUTPUT:**

![](data:image/png;base64,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)

1. Detect a Loop: Write a program that detects if a loop exists in a linked list. If a loop is found, your program should be able to identify the starting point of the loop.

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct List{

    int data;

    struct List \*next;

} List;

List \*detect\_loop(List\* head){

    // This function tries to detect a loop in the linked list

    if (head == NULL || head->next == NULL){ // If the linked list is empty or has only one node

        return NULL;

    }

    List \*sloop = head;// Initializing the sloop(start of loop) pointer to head

    List \*eloop = head;// Initializing the eloop (end of the loop) pointer to head

    while (eloop != NULL && eloop->next != NULL){// Until eloop pointer reaches the last node or null pointer

        sloop = sloop -> next;

        eloop = eloop->next->next;

        // Detection of a loop

        if (sloop == eloop){

            break;

        }

    }

    if (eloop == NULL || eloop->next == NULL){ // Handles the case where the null pointer pointes to another null pointer

        return NULL;

    }

    // Finding the loop in the linked list

    sloop = head;

    while(sloop != eloop){

        sloop = sloop -> next;

        eloop = eloop -> next;

    }

    // Returns the starting point of the loop

    return sloop;

}

void display\_loop(struct List\* head){

    // This function tries to display the start and the end of the loop

    List \*loop = detect\_loop(head);

    List \*temp = head;

    while (temp !=  NULL){

        printf("%d -> ", temp->data);

        if (temp == loop){

            printf("Loop starts here");

            break;

        }

        temp = temp -> next;

    }

    if (loop == NULL){

        // If the loop is not detected

        printf("NULL \n");

    } else {

        // If the loop is detected

        printf("-> %d", temp->data);

    }

}

void display(struct List\* node1){

    //Thsi function aims to print all the nodes in the linked list

    List \*temp = node1;

    temp = node1;

    // Initializing the temporary pointer to the head of the linked list

    while(temp != NULL){

        printf("%d -> ", temp->data);

        temp = temp -> next;

    }

    printf("NULL \n"); // Printing the NULL pointer

}

int main(){

    List \*node1 = (List\*)malloc(sizeof(List));

    List \*node2 = (List\*)malloc(sizeof(List));

    List \*node3 = (List\*)malloc(sizeof(List));

    List \*node4 = (List\*)malloc(sizeof(List));

    List \*node5 = (List\*)malloc(sizeof(List));

    node1 -> data = 132;

    node2 -> data = 134;

    node3 -> data = 145;

    node4 -> data = 132;

    node5 -> data = 293;

    node1 -> next = node2;

    node2 -> next = node3;

    node3 -> next = node4;

    node4 -> next = node5;

    node5 -> next = NULL;

    printf("LINKED LIST \n");

    display(node1);

    node4 -> next = node1;

    printf("LOOP IN THE LINKED LIST \n");

    List \*loop = detect\_loop(node1);

    display\_loop(loop);

}

**OUTPUT:**
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1. Reverse a Linked List: Write a program to reverse a singly linked list without using additional lists.

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct List{

    int data;

    struct List \*next;

} List;

List \*reverse\_list(List\* head){

    //Tsi function tries to reverse a linked list using the concept of recursion

    if (head == NULL || head->next== NULL){// If the linked list has no nodes or has only one node

        return head;

    }

    List \*rest = reverse\_list(head -> next);

    head -> next -> next = head;//swapping of thre head pointer with other nodes

    head -> next = NULL;// The recursion ends as soon head points to the null pointer

    return rest;

}

void display(struct List\* head){

    // Prints the reversed linked list

    List \*temp = head;

    while (temp !=  NULL){

        printf("%d -> ", temp->data);

        temp = temp -> next;

    }

    printf("NULL \n");

}

int main(){

    List \*node1 = (List\*)malloc(sizeof(List));

    List \*node2 = (List\*)malloc(sizeof(List));

    List \*node3 = (List\*)malloc(sizeof(List));

    List \*node4 = (List\*)malloc(sizeof(List));

    List \*node5 = (List\*)malloc(sizeof(List));

    node1 -> data = 132;

    node2 -> data = 134;

    node3 -> data = 145;

    node4 -> data = 132;

    node5 -> data = 293;

    node1 -> next = node2;

    node2 -> next = node3;

    node3 -> next = node4;

    node4 -> next = node5;

    node5 -> next = NULL;

    display(node1);

    List \*reverse = reverse\_list(node1);

    printf("REVERSED LINKED LIST \n");

    display(reverse);

    free(node1);

    free(node2);

    free(node3);

    free(node4);

    free(node5);

}

**OUTPUT:**
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1. Remove Duplicates from a Sorted List: Develop a program that removes duplicate elements from a sorted linked list.

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct List{

    int data;

    struct List \*next;

} List;

List\* remove\_dups(List\* head, int data){

    // Using an iterator pattern to traverse and modify the list

    List\* temp = head; //Initializing the temporary pointer to the head

    List\* prev = NULL; // Initializing the prev pointer to NULL

    while (temp != NULL) { // Until temp becomes NULL

        if (temp->data == data) {

            // Found a node to remove

            if (prev == NULL) {

                // Removing the head node

                List\* current = temp;

                temp = temp->next; // Move to the next node

                head = temp; // Update head

                free(current); // Free the removed node

            } else {

                // Removing a node in the middle or end

                prev->next = temp->next;

                free(temp);

                temp = prev->next; // Move temp forward

            }

        } else {

            // Move both pointers forward when data doesn't match

            prev = temp;

            temp = temp->next;

        }

    }

    return head;

}

void display(struct List\* head){

    // Iterator pattern for displaying the linked list

    List \*temp = head;

    while (temp != NULL) {

        printf("%d -> ", temp->data);

        temp = temp->next;

    }

    printf("NULL \n");

}

int main() {

    // Creating the list nodes

    List \*node1 = (List\*)malloc(sizeof(List));

    List \*node2 = (List\*)malloc(sizeof(List));

    List \*node3 = (List\*)malloc(sizeof(List));

    List \*node4 = (List\*)malloc(sizeof(List));

    List \*node5 = (List\*)malloc(sizeof(List));

    // Initializing the list with values

    node1->data = 132;

    node2->data = 132;

    node3->data = 145;

    node4->data = 132;

    node5->data = 293;

    // Linking the nodes

    node1->next = node2;

    node2->next = node3;

    node3->next = node4;

    node4->next = node5;

    node5->next = NULL;

    // Displaying the original list

    display(node1);

    printf("Removing duplicates of 132\n");

    // Removing duplicates and displaying the modified list

    List \*new\_list = remove\_dups(node1, 132);

    display(new\_list);

    return 0;

}

**OUPUT:**
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1. Add Two Numbers Represented by Linked Lists: Given two numbers represented by two linked lists, where each node contains a single digit, write a program that adds the two numbers and returns the sum as a linked list.

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct Link{

    int tens;

    struct Link \*next;

} Link;

typedef struct Link2{

    int tens1;

    struct Link2 \*next;

} Link2;

Link\* createNewnode(int tens){

    // attempts to create a newnode and add it to the exsisting linked list

    Link\* newnode = (Link\*)malloc(sizeof(Link));

    newnode -> tens = tens;

    newnode -> next = NULL;

    return newnode;

}

Link2\* createNewnode2(int tens1){

    // attempts to create a newnode and add it to the exsisting linked list

    Link2\* newnode = (Link2\*)malloc(sizeof(Link2));

    newnode -> tens1 = tens1;

    newnode -> next = NULL;

    return newnode;

}

Link\* sum\_of\_lists(Link \*head1, Link2 \*head2){

    // this function aims to find the sum of the two linked lists given

    if (head1 == NULL && head2 == NULL){

        return NULL;

    }

    //Create two temporary lists to traverse through the lists

    Link \*temp1 = head1;

    Link2 \*temp2 = head2;

    while (temp1 != NULL && temp2 != NULL){

        // adding the contetns of the list

        temp2 ->tens1 += temp1 -> tens;

        // traversing the list

        temp1 = temp1 -> next;

        temp2 = temp2 -> next;

    }

    //returns the head of the new list

    return head2;

}

void display(struct Link\* head1, Link2\* head2){

    // aims to display the list or print the list

    Link2 \*loop = sum\_of\_lists(head1, head2);

    Link2 \*temp = loop;

    while (temp !=  NULL){

        printf("(%d) -> ", temp->tens1);

        temp = temp -> next;

    }

    printf("NULL \n");

}

void display\_normal(Link\* head){

    Link\* temp = head;

    while (temp !=  NULL){

        printf("(%d) -> ", temp->tens);

        temp = temp -> next;

    }

    printf("NULL \n");

}

void display\_normal2(Link2\* head){

    Link2\* temp = head;

    while (temp !=  NULL){

        printf("(%d) -> ", temp->tens1);

        temp = temp -> next;

    }

    printf("NULL \n");

}

int main(void) {

    Link\* node1 = createNewnode(5); // 5

    Link\* node2 = createNewnode(7); // 7

    node1->next = node2;

    Link2\* n1 = createNewnode2(2); // 2

    Link2\* n2 = createNewnode2(1); // 1

    n1->next = n2;

    // display the sum of the two lists

    display\_normal(node1);

    display\_normal2(n1);

    printf("SUM OF THE LISTS\n");

    display(node1, n1);

    return 0;

}

**OUTPUT:**
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**----------------------------------- Good luck ----------------------------------**